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**1 No Answer:**

**Design:**

`define kBitW 6

`define kBitS `kBitW-1:0

module upDownLFSR (

input clk, rst,en\_i,upDown\_i,

output [`kBitS] cnt\_o,bitStr\_o

);

reg [`kBitS] cnt\_o;

assign bitStr\_o = (!en\_i) ? 1'b0 :

(upDown\_i) ? cnt\_o[0] : cnt\_o[5];

always @(posedge clk) begin

if (rst) begin

cnt\_o <= 6'b000000;

end

else if (en\_i) begin

if (upDown\_i) begin

cnt\_o[0] <= cnt\_o[1];

cnt\_o[1] <= cnt\_o[2];

cnt\_o[2] <= cnt\_o[3];

cnt\_o[3] <= cnt\_o[4];

cnt\_o[4] <= cnt\_o[5];

cnt\_o[5] <= cnt\_o[0] ~^ cnt\_o[3];

end

else

begin

cnt\_o[0] <= cnt\_o[5] ~^ cnt\_o[4]~^ cnt\_o[3] ~^ cnt\_o[2];

cnt\_o[1] <= cnt\_o[0];

cnt\_o[2] <= cnt\_o[1];

cnt\_o[3] <= cnt\_o[2];

cnt\_o[4] <= cnt\_o[3];

cnt\_o[5] <= cnt\_o[4];

end

end

else

begin

cnt\_o <= 6'b000000;

end

end

endmodule

**Testbench:**

module upDownLFSR\_tb;

parameter kBitW = 6;

reg clk = 0;

reg rst = 1;

reg en\_i = 0;

reg upDown\_i = 0;

wire [`kBitW-1:0] cnt\_o;wire bitStr\_o;

upDownLFSR ee461prob1 (.clk(clk),.rst(rst),.en\_i(en\_i),.upDown\_i(upDown\_i),.cnt\_o(cnt\_o),.bitStr\_o(bitStr\_o));

initial begin

$dumpfile("upDownLFSR\_tb.vcd");

$dumpvars(0, upDownLFSR\_tb);

#5;

// Test case 1

rst = 1;

en\_i = 1;

upDown\_i = 1;

#10;

rst = 0;

#50;

rst = 1;

#10;

// Test case 2

rst = 1;

en\_i = 1;

upDown\_i = 0;

#10;

rst = 0;

#50;

rst = 1;

#10;

// Test case 3

rst = 1;

en\_i = 1;

upDown\_i = 1;

#10;

rst = 0;

#100;

en\_i = 0;

// Test case 4

rst = 1;

en\_i = 1;

upDown\_i = 0;

#10;

rst = 0;

#100;

en\_i = 0;

#10

$finish;

end

always

#5

clk = ~clk;

always @(posedge clk) begin

$display("[%t] cnt\_o = %b, bitStr\_o = %b", $time, cnt\_o, bitStr\_o);

end

endmodule

**2 No Answer:**

**Design:**

module Dividerby7(clk,rst,clkOut\_o);

input clk;

input rst;

output clkOut\_o;

reg[2:0] rEdgeCnt\_r;

reg[2:0] fEdgeCnt\_r;

assign clkOut\_o = (rEdgeCnt\_r < 4 && fEdgeCnt\_r < 3)?1'b1: 1'b0;

always@(posedge clk)

begin

if(rst) rEdgeCnt\_r <= 0;

else if(rEdgeCnt\_r == 6) rEdgeCnt\_r <= 0;

else rEdgeCnt\_r <= rEdgeCnt\_r + 1;

end

always@(negedge clk)

begin

if(rst) fEdgeCnt\_r <= 0;

else if(fEdgeCnt\_r == 6) fEdgeCnt\_r <= 0;

else fEdgeCnt\_r <= fEdgeCnt\_r + 1;

end

endmodule

**Testbench:**

module Dividerby7\_tb;

reg clk, rst;

wire clkOut\_out;

Dividerby7 ee461prob2(.clk(clk),.rst(rst),.clkOut\_o(clkOut\_out));

initial begin

$dumpfile("Dividerby7\_tb.vcd");

$dumpvars(0,Dividerby7\_tb);

clk = 0;

rst = 1;

#10

rst = 0;

end

always

#5

clk = ~clk;

initial begin

#100

$finish;

end

always @(posedge clk) begin

$display("Time %0d: clk=%b rst=%b clkOut\_out=%b", $time, clk, rst,clkOut\_out);

end

endmodule

**3 No Answer:**

**Design:**

module crc4\_decoder(input clk, rst,en\_i,

input [3:0]dIn\_i,output [3:0] dOut\_o);

reg [3:0] lfsr\_r;

assign dOut\_o = lfsr\_r;

always @(posedge clk) begin

if (rst) lfsr\_r <= 3'b000;

else if (en\_i)

begin

lfsr\_r[2] <= lfsr\_r[1];

lfsr\_r[1] <= lfsr\_r[0] ^ lfsr\_r[2] ^ dIn\_i[3];

lfsr\_r[0] <= lfsr\_r[3] ^ dIn\_i[2];

lfsr\_r[3] <= dIn\_i[1];

end

end

endmodule

**Testbench:**

module crc4\_decoder\_tb();

reg reset, clock, en\_reg;reg [4:0] dIn;wire [3:0] out;

crc4\_decoder ee461prob3(.clk(clock),.rst(reset),.en\_i(en\_reg),.dIn\_i(dIn[4:1]),.dOut\_o(out));

initial begin

$dumpfile("crc4\_decoder\_tb.vcd");

$dumpvars(0,crc4\_decoder\_tb);

end

always

#5

clock = ~clock;

initial begin

reset = 1'b1;

en\_reg = 1'b0;

clock = 1'b0;

dIn = 5'b10010;

#10

reset = 1'b0;

#10

en\_reg = 1'b1;

#10

dIn[0] = 1'b0;

#10

dIn[0] = 1'b1;

#10

dIn[0] = 1'b0;

#10

dIn[0] = 1'b0;

#10

dIn[0] = 1'b1;

#10

dIn[0] = 1'b1;

#10

dIn[0] = 1'b1;

#10

dIn[0] = 1'b0;

#10

$finish;

end

endmodule